Multithreading in Java

1. [Multithreading](https://www.javatpoint.com/multithreading-in-java)
2. [Multitasking](https://www.javatpoint.com/multithreading-in-java#multitasing)
3. [Process-based multitasking](https://www.javatpoint.com/multithreading-in-java#multiprocessing)
4. [Thread-based multitasking](https://www.javatpoint.com/multithreading-in-java#multithreading)
5. [What is Thread](https://www.javatpoint.com/multithreading-in-java#thread)

**Multithreading in**[**Java**](https://www.javatpoint.com/java-tutorial) is a process of executing multiple threads simultaneously.

A thread is a lightweight sub-process, the smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

However, we use multithreading than multiprocessing because threads use a shared memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation, etc.

Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at the same time.

2) You **can perform many operations together, so it saves time**.

3) Threads are **independent**, so it doesn't affect other threads if an exception occurs in a single thread.

## **What is Thread in java**

A thread is a lightweight subprocess, the smallest unit of processing. It is a separate path of execution.

Threads are independent. If there occurs exception in one thread, it doesn't affect other threads. It uses a shared memory area.
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As shown in the above figure, a thread is executed inside the process. There is context-switching between the threads. There can be multiple processes inside the [OS](https://www.javatpoint.com/os-tutorial), and one process can have multiple threads.

#### **Note: At a time one thread is executed only.**

## **Java Thread class**

Java provides **Thread class** to achieve thread programming. Thread class provides [constructors](https://www.javatpoint.com/java-constructor) and methods to create and perform operations on a thread. Thread class extends [Object class](https://www.javatpoint.com/object-class) and implements Runnable interface.

# Life cycle of a Thread (Thread States)

In Java, a thread always exists in any one of the following states. These states are:

1. New
2. Active
3. Blocked / Waiting
4. Timed Waiting
5. Terminated

New :

-> Whenever a new thread is created, it is always in the new state.

Active :

-> When a thread invokes the start() method, it moves from the new state to the active state

->The active state contains two states within it: one is runnable, and the other is running.

Runnable –

-> A thread, that is ready to run is then moved to the runnable state.

Running –

-> When the thread gets the CPU, it moves from the runnable to the running state.

When the run() method has been invoked and the thread starts its execution.

Blocked/Waiting:

-> Whenever a thread is inactive for a span of time

-> Thread A wants to enter synchronized code but it is unable to as Thread B thread is operating in that synchronized block on the same object.

The thread A has to wait until the thread B exits the synchronized block.

A thread in the blocked state is unable to perform any execution and thus never consume any cycle of the Central Processing Unit (CPU).

Hence, we can say that thread A remains idle until the thread scheduler reactivates thread A, which is in the waiting or blocked state.

-> When the main thread invokes the join() method then, it is said that the main thread is in the waiting state.

The main thread then waits for the child threads to complete their tasks.

When the child threads complete their job, a notification is sent to the main thread, which again moves the thread from waiting to the active state.

-> when we invoke the sleep() method on a specific thread. The sleep() method puts the thread in the timed wait state.

After the time runs out, the thread wakes up and start its execution from when it has left earlier.

Terminated :

-> Once the run() method execution is completed, the thread is said to enter the TERMINATED step and is considered to not be alive.

-> It occurs when some unusual events such as an unhandled exception or segmentation fault.

or

## **Explanation of Different Thread States**

**New:** Whenever a new thread is created, it is always in the new state. For a thread in the new state, the code has not been run yet and thus has not begun its execution.

**Active:** When a thread invokes the start() method, it moves from the new state to the active state. The active state contains two states within it: one is **runnable**, and the other is **running**.

* **Runnable:** A thread, that is ready to run is then moved to the runnable state. In the runnable state, the thread may be running or may be ready to run at any given instant of time. It is the duty of the thread scheduler to provide the thread time to run, i.e., moving the thread the running state.  
  A program implementing multithreading acquires a fixed slice of time to each individual thread. Each and every thread runs for a short span of time and when that allocated time slice is over, the thread voluntarily gives up the CPU to the other thread, so that the other threads can also run for their slice of time. Whenever such a scenario occurs, all those threads that are willing to run, waiting for their turn to run, lie in the runnable state. In the runnable state, there is a queue where the threads lie.
* **Running:** When the thread gets the CPU, it moves from the runnable to the running state. Generally, the most common change in the state of a thread is from runnable to running and again back to runnable.

**Blocked or Waiting:** Whenever a thread is inactive for a span of time (not permanently) then, either the thread is in the blocked state or is in the waiting state.

For example, a thread (let's say its name is A) may want to print some data from the printer. However, at the same time, the other thread (let's say its name is B) is using the printer to print some data. Therefore, thread A has to wait for thread B to use the printer. Thus, thread A is in the blocked state. A thread in the blocked state is unable to perform any execution and thus never consume any cycle of the Central Processing Unit (CPU). Hence, we can say that thread A remains idle until the thread scheduler reactivates thread A, which is in the waiting or blocked state.

When the main thread invokes the join() method then, it is said that the main thread is in the waiting state. The main thread then waits for the child threads to complete their tasks. When the child threads complete their job, a notification is sent to the main thread, which again moves the thread from waiting to the active state.

If there are a lot of threads in the waiting or blocked state, then it is the duty of the thread scheduler to determine which thread to choose and which one to reject, and the chosen thread is then given the opportunity to run.

**Timed Waiting:** Sometimes, waiting for leads to starvation. For example, a thread (its name is A) has entered the critical section of a code and is not willing to leave that critical section. In such a scenario, another thread (its name is B) has to wait forever, which leads to starvation. To avoid such scenario, a timed waiting state is given to thread B. Thus, thread lies in the waiting state for a specific span of time, and not forever. A real example of timed waiting is when we invoke the sleep() method on a specific thread. The sleep() method puts the thread in the timed wait state. After the time runs out, the thread wakes up and start its execution from when it has left earlier.

**Terminated:** A thread reaches the termination state because of the following reasons:

* When a thread has finished its job, then it exists or terminates normally.
* **Abnormal termination:** It occurs when some unusual events such as an unhandled exception or segmentation fault.

A terminated thread means the thread is no more in the system. In other words, the thread is dead, and there is no way one can respawn (active after kill) the dead thread.

Java Threads | How to create a thread in Java

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

Thread class:

Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface.

Runnable interface:

The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run().

1. **public void run():** is used to perform action for a thread.

Starting a thread:

The **start() method** of Thread class is used to start a newly created thread. It performs the following tasks:

* A new thread starts(with new callstack).
* The thread moves from New state to the Runnable state.
* When the thread gets a chance to execute, its target run() method will run.

# Thread Scheduler in Java

A component of Java that decides which thread to run or execute and which thread to wait is called a **thread scheduler in Java**. In Java, a thread is only chosen by a thread scheduler if it is in the runnable state. However, if there is more than one thread in the runnable state, it is up to the thread scheduler to pick one of the threads and ignore the other ones. There are some criteria that decide which thread will execute first. There are two factors for scheduling a thread i.e. **Priority** and **Time of arrival**.

**Priority:** Priority of each thread lies between 1 to 10. If a thread has a higher priority, it means that thread has got a better chance of getting picked up by the thread scheduler.

**Time of Arrival:** Suppose two threads of the same priority enter the runnable state, then priority cannot be the factor to pick a thread from these two threads. In such a case, **arrival time** of thread is considered by the thread scheduler. A thread that arrived first gets the preference over the other threads.

## **Thread Scheduler Algorithms**

On the basis of the above-mentioned factors, the scheduling algorithm is followed by a Java thread scheduler.

### First Come First Serve Scheduling:

In this scheduling algorithm, the scheduler picks the threads thar arrive first in the runnable queue. Observe the following table:

|  |  |
| --- | --- |
| **Threads** | **Time of Arrival** |
| t1 | 0 |
| t2 | 1 |
| t3 | 2 |
| t4 | 3 |

In the above table, we can see that Thread t1 has arrived first, then Thread t2, then t3, and at last t4, and the order in which the threads will be processed is according to the time of arrival of threads.
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Hence, Thread t1 will be processed first, and Thread t4 will be processed last.

### Time-slicing scheduling:

Usually, the First Come First Serve algorithm is non-preemptive, which is bad as it may lead to infinite blocking (also known as starvation). To avoid that, some time-slices are provided to the threads so that after some time, the running thread has to give up the CPU. Thus, the other waiting threads also get time to run their job.
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In the above diagram, each thread is given a time slice of 2 seconds. Thus, after 2 seconds, the first thread leaves the CPU, and the CPU is then captured by Thread2. The same process repeats for the other threads too.

### Preemptive-Priority Scheduling:

The name of the scheduling algorithm denotes that the algorithm is related to the priority of the threads.
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Suppose there are multiple threads available in the runnable state. The thread scheduler picks that thread that has the highest priority. Since the algorithm is also preemptive, therefore, time slices are also provided to the threads to avoid starvation. Thus, after some time, even if the highest priority thread has not completed its job, it has to release the CPU because of preemption.

## **Working of the Java Thread Scheduler**
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Let's understand the working of the Java thread scheduler. Suppose, there are five threads that have different arrival times and different priorities. Now, it is the responsibility of the thread scheduler to decide which thread will get the CPU first.

The thread scheduler selects the thread that has the highest priority, and the thread begins the execution of the job. If a thread is already in runnable state and another thread (that has higher priority) reaches in the runnable state, then the current thread is pre-empted from the processor, and the arrived thread with higher priority gets the CPU time.

When two threads (Thread 2 and Thread 3) having the same priorities and arrival time, the scheduling will be decided on the basis of FCFS algorithm. Thus, the thread that arrives first gets the opportunity to execute first.

Thread.sleep() in Java with Examples

The Java Thread class provides the two variant of the sleep() method. First one accepts only an arguments, whereas the other variant accepts two arguments. The method sleep() is being used to halt the working of a thread for a given amount of time. The time up to which the thread remains in the sleeping state is known as the sleeping time of the thread. After the sleeping time is over, the thread starts its execution from where it has left.

The sleep() Method Syntax:

Following are the syntax of the sleep() method.

1. **public** **static** **void** sleep(**long** mls) **throws** InterruptedException
2. **public** **static** **void** sleep(**long** mls, **int** n) **throws** InterruptedException

The method sleep() with the one parameter is the native method, and the implementation of the native method is accomplished in another programming language. The other methods having the two parameters are not the native method. That is, its implementation is accomplished in Java. We can access the sleep() methods with the help of the Thread class, as the signature of the sleep() methods contain the static keyword. The native, as well as the non-native method, throw a checked Exception. Therefore, either try-catch block or the throws keyword can work here.

The Thread.sleep() method can be used with any thread. It means any other thread or the main thread can invoke the sleep() method.

Parameters:

The following are the parameters used in the sleep() method.

**mls:** The time in milliseconds is represented by the parameter mls. The duration for which the thread will sleep is given by the method sleep().

**n:** It shows the additional time up to which the programmer or developer wants the thread to be in the sleeping state. The range of n is from 0 to 999999.

The method does not return anything.

Important Points to Remember About the Sleep() Method

Whenever the Thread.sleep() methods execute, it always halts the execution of the current thread.

Whenever another thread does interruption while the current thread is already in the sleep mode, then the InterruptedException is thrown.

If the system that is executing the threads is busy, then the actual sleeping time of the thread is generally more as compared to the time passed in arguments. However, if the system executing the sleep() method has less load, then the actual sleeping time of the thread is almost equal to the time passed in the argument.

Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an *IllegalThreadStateException* is thrown. In such case, thread will run once but for second time, it will throw exception.

Let's understand it by the example given below:

1. **public** **class** TestThreadTwice1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestThreadTwice1 t1=**new** TestThreadTwice1();
7. t1.start();
8. t1.start();
9. }
10. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestThreadTwice1)

**Output:**

running

Exception in thread "main" java.lang.IllegalThreadStateException

What if we call Java run() method directly instead start() method?

* Each thread starts in a separate call stack.
* Invoking the run() method from the main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack.

**FileName:** TestCallRun1.java

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1)

**Output:**

running...

# Java join() method

The join() method in Java is provided by the java.lang.Thread class that permits one thread to wait until the other thread to finish its execution. Suppose th be the object the class Thread whose thread is doing its execution currently, then the th.join(); statement ensures that th is finished before the program does the execution of the next statement. When there are more than one thread invoking the join() method, then it leads to overloading on the join() method that permits the developer or programmer to mention the waiting period. However, similar to the sleep() method in Java, the join() method is also dependent on the operating system for the timing, so we should not assume that the join() method waits equal to the time we mention in the parameters. The following are the three overloaded join() methods.

## **Description of The Overloaded join() Method**

**join():** When the join() method is invoked, the current thread stops its execution and the thread goes into the wait state. The current thread remains in the wait state until the thread on which the join() method is invoked has achieved its dead state. If interruption of the thread occurs, then it throws the InterruptedException.

# Naming Thread and Current Thread

## **Naming Thread**

The Thread class provides methods to change and get the name of a thread. By default, each thread has a name, i.e. thread-0, thread-1 and so on. By we can change the name of the thread by using the setName() method. The syntax of setName() and getName() methods are given below:

1. **public** String getName(): is used to **return** the name of a thread.
2. **public** **void** setName(String name): is used to change the name of a thread.

We can also set the name of a thread directly when we create a new thread using the constructor of the class.

# Priority of a Thread (Thread Priority)

Each thread has a priority. Priorities are represented by a number between 1 and 10. In most cases, the thread scheduler schedules the threads according to their priority (known as preemptive scheduling). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses. Note that not only JVM a Java programmer can also assign the priorities of a thread explicitly in a Java program.

## **Setter & Getter Method of Thread Priority**

Let's discuss the setter and getter method of the thread priority.

**public final int getPriority():** The java.lang.Thread.getPriority() method returns the priority of the given thread.

**public final void setPriority(int newPriority):** The java.lang.Thread.setPriority() method updates or assign the priority of the thread to newPriority. The method throws IllegalArgumentException if the value newPriority goes out of the range, which is 1 (minimum) to 10 (maximum).

## **3 constants defined in Thread class:**

1. public static int MIN\_PRIORITY
2. public static int NORM\_PRIORITY
3. public static int MAX\_PRIORITY

Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10.

# Daemon Thread in Java

**Daemon thread in Java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

## **Points to remember for Daemon Thread in Java**

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

### Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

### Methods for Java Daemon thread by Thread class

The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

### Simple example of Daemon thread in java

*File: MyThread.java*

1. **public** **class** TestDaemonThread1 **extends** Thread{
2. **public** **void** run(){
3. **if**(Thread.currentThread().isDaemon()){//checking for daemon thread
4. System.out.println("daemon thread work");
5. }
6. **else**{
7. System.out.println("user thread work");
8. }
9. }
10. **public** **static** **void** main(String[] args){
11. TestDaemonThread1 t1=**new** TestDaemonThread1();//creating thread
12. TestDaemonThread1 t2=**new** TestDaemonThread1();
13. TestDaemonThread1 t3=**new** TestDaemonThread1();
15. t1.setDaemon(**true**);//now t1 is daemon thread
17. t1.start();//starting threads
18. t2.start();
19. t3.start();
20. }
21. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread1)

**Output:**

daemon thread work

user thread work

user thread work

#### **Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.**

*File: MyThread.java*

1. **class** TestDaemonThread2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("Name: "+Thread.currentThread().getName());
4. System.out.println("Daemon: "+Thread.currentThread().isDaemon());
5. }
7. **public** **static** **void** main(String[] args){
8. TestDaemonThread2 t1=**new** TestDaemonThread2();
9. TestDaemonThread2 t2=**new** TestDaemonThread2();
10. t1.start();
11. t1.setDaemon(**true**);//will throw exception here
12. t2.start();
13. }
14. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread2)

**Output:**

exception in thread main: java.lang.IllegalThreadStateException

# Java Thread Pool

Java Thread pool represents a group of worker threads that are waiting for the job and reused many times.

In the case of a thread pool, a group of fixed-size threads is created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, the thread is contained in the thread pool again.

# Java Garbage Collection

In java, garbage means unreferenced objects.

Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

### Advantage of Garbage Collection

* It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.
* It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

## **How can an object be unreferenced?**

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By anonymous object etc.
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### 1) By nulling a reference:

1. Employee e=**new** Employee();
2. e=**null**;

### 2) By assigning a reference to another:

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### 3) By anonymous object:

1. **new** Employee();

## **finalize() method**

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

1. **protected** **void** finalize(){}

#### **Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).**

## **gc() method**

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

1. **public** **static** **void** gc(){}

#### **Note: Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.**

### Simple Example of garbage collection in java

1. **public** **class** TestGarbage1{
2. **public** **void** finalize(){System.out.println("object is garbage collected");}
3. **public** **static** **void** main(String args[]){
4. TestGarbage1 s1=**new** TestGarbage1();
5. TestGarbage1 s2=**new** TestGarbage1();
6. s1=**null**;
7. s2=**null**;
8. System.gc();
9. }
10. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestGarbage1)

object is garbage collected

object is garbage collected

#### **Note: Neither finalization nor garbage collection is guaranteed.**

Synchronization in Java

Synchronization in Java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

Why use Synchronization?

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. Static synchronization.
2. Cooperation (Inter-thread communication in java)

Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. It can be achieved by using the following three ways:

1. By Using Synchronized Method
2. By Using Synchronized Block
3. By Using Static Synchronization

Concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has a lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

Synchronized Block in Java

Synchronized block can be used to perform synchronization on any specific resource of the method.

Suppose we have 50 lines of code in our method, but we want to synchronize only 5 lines, in such cases, we can use synchronized block.

If we put all the codes of the method in the synchronized block, it will work same as the synchronized method.

Points to Remember

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.
* A Java synchronized block doesn't allow more than one JVM, to provide access control to a shared resource.
* The system performance may degrade because of the slower working of synchronized keyword.
* Java synchronized block is more efficient than Java synchronized method.

Static Synchronization

If you make any static method as synchronized, the lock will be on the class not on object.

![static synchronization](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYIAAAFQCAMAAACF0omfAAAA+VBMVEX///8QX2DXiihXxcjqqmMAAACAgIC/v79AQEDD19f14smIr7DrxZTv7+9gYGCfn5/Pz88wLy/f399wcHCPj4+vr69QUFAgICAPDw/hp147Kxl1VTIWMTJBlJYsY2SwgEpMh4hSubzbn10eGBIvcXPakTUQJSYsIBNmSitYQCWSaj42e30hSksfKirfoFC+ilBMrK/NlVf9+PLh6+tHoKMmVlhJNR/46ddqm5w9fX7mtnkfaWobPj/w9fX68OTw06/cmUPz2ryEYDjpvYahdURbkZI8h4rkr2sVHByWubmlw8PS4eHuzKELGRm0zc15paYtJRyzx8e1oor8t1GPAAAQ8klEQVR42uzdSY+iQBQH8FepFGAIKO4HIJAQLmhCoiYa8ajpJdqZ7/9lhnKZRRGs6ULAeb/DiDPTF/7NK6A2QAghhBBCCCGEEEIIIfSgblvRtKlt21NtqKgGoOfq9EaJ6/j0JN4tQq2PKTxR20p29EochKYK6Cnao0VMszi21gVUuq42iek9zl4BVLL21KF5XKsDqExm4tN8ztsAUGmM4YQW8sM2oLJYEaWYQZXMgFLMoErKhD7In2KbXIZBSB82n+KjsnzGW0wfF5iAZDMDKsLGlxWydWwqJB4BkktzqJgJ3hXJvwjwMqiUuaOiJtgaSDWlwhy8KZJpsKDipoDkMedU3AIrUZV1iNth9408hk3z+K5tZ/21BkgW1aVZnEVEU+6YMYaNQbn6Ec1iM/f4MU6yI7AByaI4NIO7Z7abhuP4TnYEE3xlXXIEjLNp6k4ELt4SlRyBE7KJM8+LwFRxXJHUCLLbgrwING3MtKEywIJUWQQqgKH2FW3ERprSxqG/JUZQ3ByrA2VosbHWU7A2Sb8p5ZwHb0q7qmJibZL5aJYwOzeCN8hyqU1WWptqesu0aT3NN19QBIyxxTkC4RcUv2tTv1616WO7Jk+0Xra+85puwdiEpua2LfCa7rY2MaaZNalNh4A8nfdICKZDaYndZrw29WpRm5akEu+16bJR2xXXphWpyLJeHZedX7VJLapNr3ENcB817L6/1Kbh82rTgVRnPYMCXfFBLBbkEKxNI16bDChZQCq0rPlQrs4goza90kWQmhWehJAKmVsgXZfXpvEftellWoLH7op6tRnWm9YmrYzatCaV2soe3N6DHJJrUxekINVaQSFVZIrHyIBc8mvTQIXvmZGKyZ3o9NYBAfJqk/KN2tQiFYMHmJMHEwgHUAFem4YaGx9r04tGAKbbgAmXXVX5VZteL4KHroO4FlNeDV6bRufa9EoRQM8uXgChTv0wx9pU0GGqNisCGLztaA5/YdWq/+V3bbrfYTpsNysC6GpJTO/Z1XkxHF6bsgZzKKzXrAgABqNJnB2AbdbwEji7P5hDZWxoNCsCgLaWRP7Nwmj7JgSQMZgjjYCN1IZFwJcHtGzXienJPFqEw3YDR2qdB3NwvR9EhK4H5MJbExlAWJffbFi2vdc0U6nTXZAohR1pgufLI2fv8ElyBTyvYvDf6o4ZG5sDoyU9Am95DID3SXoYQQ6TDQeQEo6gqBDp0DolNMMIcnWHXYFHs9WXvr1EECxPxyvvWGaC7deKHK2Xenq4+oBPzyNkuyQYgbR3ROsWpGar4/n62KTHn+kF0AL9+DufavHr4Yv/w4y0fnVCYATyIjjAbOm1YLM+ni/d0zfwcY7gCz6D9Qf/uk3T8bwlWbZgpusYgdQIVgCr43CTL36+3gk/8XCOYMbPcgDAj/Q/2gKMQGYE/Df91L4eLmd1nX7wCHg6rVT6NT1aYwQlRcDP6eXjclYvEXhw5qVHBCMoK4LlqX+ZV/zzWQ0AAh4BP1j/qlYBRlBWBAHANv1zA0t+vg6ne/5fbYFOOH50uEQwwwgkR8BHW328b44tAv8BvcUzOUWw5d/1w9fx6FPX08baSw/eMQLJfcc6v+V/5yUHZtv0eLMkl+eC7QxS/GjJ/9OGVyx8LpAdAed5N8ez81DIFf9+PlqdPwNyhhGU2H2/FBiSjRGUEcFMYEg2RpCpM/heBPCpE4zgeyytaSMoXo7K2LjXaWgEHbWvpJq+wIfGUuNhj4ipPIJuX9snbuRwgWtPzSb23nPqwGTcSCEVAxFG20qimP5pvtg3bHO/38v0sFTPaFIhMpQ3N6a3nInWjBCuxjfyxmDQqLZgMHV9mi1Oar7DYuYo3zazOk26IzKGSUzvc6Z9qKN740m5nmU06aa0M41oLn8yrFe7XDzjo2c06bmgPZ3TIpFVkwz+nPf0MlM82qFPi+0q39Xszxk2rzXRiSfwiLkmfB3UYA5sEyLoXBKoYy3iM8EvVedlJ70ab/Na7ix3vR7CC8871iL6uGQA99V0VRBSrTUUaSdUgP9mwB21XRuHVMsrLkM+FRGZcFbLqpPFI5X6ggKKS8WEN61i3ddJeyeVahWdgen3Vwes+2qBG1KlAAr0XSpqn3MZCK+ZacAT6KRCBygw8qmoSIErdV85drMildkWFoOECvNHIK5T6frJn2tSkdUGCigRvS+yGQtdeiO5rkT1X0VcVgbyEwDNv7+vWcSYHTK2oNeCPvytAWvpbzxSga8NFApztpDwF/5xHf2blObDhxYhqM+q7UetLXmy5QyKqZO8fc2OGHPoNQuuNGNflc1Bf6IWPGTg5u1rxvmMzYs3UsHdhUra14wL2J7esLu4jw1X+o5OXDxm0d3d/Tp1rjpNURSBH7KE3nL7baw6T4mAJxD6WRFYWHWeE8ExAdxmVIC8CBJmnxIY7xzHiXHz+xIpu5x9zRJ24t5eJdgASKO6OfuaLeyTiF4LAcnSSei/0ABJs6eceL8ZkmYYU3FuHZYPfxn9gIoLsTWWqBtSYbEFSCItxjpUsfaEippiHZJr6lMxUY2X0W+m9oIK8fEikM6aUxEuXgTSqSEVMB8Bkq7nCpShELsJymDt6KMm9Zx93HiPz3Ry8e1QSToPZhDhc/FFRRm4dZn7/ZL4+gcF/AlWoVIZ2sKneeYhPhCUTdk7eUVohF325etq9r0QoqmCzcBTqJq9ozf8YNqk7f2armO+TXY+/W0eJFYfr4DnUhVtai9cbmKPhn28AKqhHuH7IIQQQgghhBBCCCGE0E/24JAAAACAYZB8/8aPMQMAAAAAAAAAAAAAAAAAAACRnb07ZnEUCMMAPIT30+E4TVxNlLEQlCNqsWIKF67ZO09Is0X+/685wl2adTZqGDXF91SBpHuZN58OzASuvKgrT/pbPqBxaXv3UpQVbpK2CX1OYTmO5RUVPklLJfm86oUEWZxCpy44hCXsvDzFVyrl86nJcwuOFe5pPT67d1aOW6S4rzry9aIzcrwWg1LOYD6OV2KMgjOYiywxDq+Dmbg5RkqPPJzOYa8wWp3xbGqek6UYrzsIZtqhwxTNXjCzbIVJar7w2DSZYJqYp6J1FwGQ8jIwy00wVcH/BiY5GSar+MZXk7Y5pssEM8et8KU6PxKpDj05N5FBHnSSvARQUqYyon4GnS+YKS8KOopiAGkCpIoafJZKwUyxY2jEGam4/P9ZEwEugpkSlNCgK4WrOiPNT5RgplgJNJIjFUkFQCmiHH0Fv7KeOQIoim/LIdLtKcccwSIR3BaE0kTgbjmEpSJATVRrIjh4FEk/sHkDZ/4IQJToi2hnW64kkq7Ft4Obj6AhBSCpAeREaf/7nbhx7MCXIXkHi7vpIUELnZaIchT/no7bMUOpvbWkRyF302R2Dq2cqEDXRBQ1Hfo8obfbP3k3fVvOmxjHUXhALcU9L9duip6um04fr5tFnd/FGCEeUFqi79m76ePHZnG/fothfocBEx+O9d0UXbvpRazndN6s4o8YtDe7ZTPcTftVuun0ulnJTzEow2SdKzTGdlNIobSW7qbzZjXfh5uoxFTNTmhM6qbDst30vlnR2/CmjaF5aHo3/WXv/HpThcE4/KYpQkhFRecOekGCIagXLHIxEi8QZYk3Xizn+3+YY1Hcjn8qdd0orE+yyYbLEp/0V5T2fVs/lk0pqhBH6CoW8Z9Ut0/Z1PmUTU0aBAglcAebczZwDRBPkU39YzY1Ziag7OAerTHmIegCAxHZZOyzSeg/8VGlOPez4PkFl2fch2+mrQ8EZxOqlrRECgRe+RjqwQ+h77OpJySbElQxcJ/OKy7Jy8QG8bCzyfpqNpmoYqAE1gyXwuOeCMRnU0MV5A7k33h8yqaBbjdOwd6Bdz+F3qVYS1pkk7XPpiYpgEGwwGzmE5luwxQ3TFnZ1KmXAtAnG2YIvRoyfOp/jt5hZJNl1UsBtK2RyxgCA5CXYjHHWTa1NKteCgB0Y+beEFCHakQXizl0Teu166UAQB8Gm8X5LDyd1Ko6Hc2mww3TJ7og86lmCgDsgRFM566HKQt38zqxpLgOeiSbehpluEIchE6KRAP80AGdsx/SMl0F8dLSKH8MxIEJpDj0Y/b9znRJsrCUgl+LrWnac78L5oMKQoAMXSWk31ZAWSkFDCzNomP4YQVom10XEAF9WJtLhwAslYKbdC2b462Z74QnBf7ZfOB8PIkeOpArSA9DYa0UCPmAIjQBINnmCnZr+jd+8VKn9NTKpwLy6EkJUI5aCJhKgQgFfgQJWQNsqYL94QrAzBXkp4izpj/6CUQ7skbLGMA0Q5Szhp1SIELBCuL99x0kVEHiI7QFCA8KdvmEG0GISH7mFETFYaoUiFCQ5JNqCpDSIDr8Jju81AmsCCH0R/qkMwV+Ajt1RSREAYBTPJhAilk5f6nhCKFnzxT4McTqfYEYBVG+zsUHCAsFcTEKIsgcSooAticFJwO+UiBGwTq/tMwgQsjMnx6e5oI1rE5PMk8K/JMBpUCMAgdg5ZAICFUAa2eZFFdEh1POMsuP1lsny0fLmlADEJumqS5KhShAy+iQ91TBjh7H/kFBcSqhR0AJEVrRBweOKAVCFCB/SZYpPQgdlGYkT/0tRMdTZOsfP5cjTm6MZL7vHFEKBChgzBBlUQq+QYETl18PrBRcx+58SQGBKEMlUQpuYDx32o8rSENUGqXgBrqm/bGe6nb7/uMOeKs13H891fm+JVgaxegjPipX0O33RtON67qL/dd4NhkO6rR84r99tgcFvb+oYrjb+715+DOLTWDUq1D4x25zaqBVqyBq99/n3tXmfr16SDiruUAnA71Wc8FgMsc38GZyN5a7XnlkoPXadVrQaBtTj9lYrgUywqq/YxntOq0p1ScuZjPtybWulC5cZFd66bfrtLK6EyzwPeaShNHn5bvN2eLRCbxSm/2qdHBWkbBhG51yA1I7+LyVo4nb/XRqoJwDjvlA/Iam5m56tScLXJb5EDgQu3WmwfuOjTdcntcBMBC/ufVXFEAYTDEH3rsNHPBv8T5LnQYocDhbXPKXRRO/mVg0DqqUDO7QmmM+RjrkSFfu4yY7VCkxsGm/Y07cIUha9OYWkY8qJLw7CDaYl5EtQXkVLgiqEBPu0PMwL/O+pAXQbhOiyljCHbozzI33LGkZwNsklUVRGH21YPJmNJozCpXyFcPsQmXEFY0DJwL+HCq6++W8aJo2vkyigaQlYRlES1QBBO4TsBupBNrkioKXYdnUkaNo+4F4+cNp5GdJqRYSzO5+Y21KbVzwLEMJ3gcwV+THWMVQis6Y1d3vRfvjXVUwkrZIfv1gd/cLtDd8VcGrfb5sQbbUqQ+splo0hvB1BWNdhqYEzYChgMbQm5sPiEsFLcnbBtUIloKxVnCpoCdJg5oGwFLgjin04ki1GeVAaHe/k40LpkqBOAVvjO5+hQLVcvo70ceM7n6Ho9EcXxCAQhT2K34EAxTCeMcP4PZBIYzhAvMzrsdug5ow2GB+AvWWQCB2gLlZDEFRbRJNVQ4J5WmGOfEmoBDKM+8wGMu546nGdGa8g0BNxqIxXL6ZQOZeEjWlSy+KJOwt95v4197d5DAIAlEA7mJC3UCF/iWwIIGF6IZ0wwE8Qe9/mrrrplZNRIx53xVeyBCYzLCwpLcdfzQ5VB3NlXAhzYLLSPO04gRZ1D4igcJqb5FAYVz2NMElJJAVF8nRP/aNSpzbxXc0yoWdDKA4tvENi87ser/ikSjR/BjL9Qqe4V1oM4o9Ux/py5rmgSKwMXUTUmszaLWvrnccgDL4eYCeOQAAAAAAgLV9AH0gU+kU8joSAAAAAElFTkSuQmCC)

Problem without static synchronization

Suppose there are two objects of a shared class (e.g. Table) named object1 and object2. In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock. But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock. We don't want interference between t1 and t3 or t2 and t4. Static synchronization solves this problem.

Example of Static Synchronization

In this example we have used **synchronized** keyword on the static method to perform static synchronization.

**TestSynchronization4.java**

1. **class** Table
2. {
3. **synchronized** **static** **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
12. **class** MyThread1 **extends** Thread{
13. **public** **void** run(){
14. Table.printTable(1);
15. }
16. }
17. **class** MyThread2 **extends** Thread{
18. **public** **void** run(){
19. Table.printTable(10);
20. }
21. }
22. **class** MyThread3 **extends** Thread{
23. **public** **void** run(){
24. Table.printTable(100);
25. }
26. }
27. **class** MyThread4 **extends** Thread{
28. **public** **void** run(){
29. Table.printTable(1000);
30. }
31. }
32. **public** **class** TestSynchronization4{
33. **public** **static** **void** main(String t[]){
34. MyThread1 t1=**new** MyThread1();
35. MyThread2 t2=**new** MyThread2();
36. MyThread3 t3=**new** MyThread3();
37. MyThread4 t4=**new** MyThread4();
38. t1.start();
39. t2.start();
40. t3.start();
41. t4.start();
42. }
43. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization4)

**Output:**

1

2

3

4

5

6

7

8

9

10

10

20

30

40

50

60

70

80

90

100

100

200

300

400

500

600

700

800

900

1000

1000

2000

3000

4000

5000

6000

7000

8000

9000

10000

Example of static synchronization by Using the anonymous class

In this example, we are using anonymous class to create the threads.

**TestSynchronization5.java**Hello

1. **class** Table{
3. **synchronized** **static**  **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **public** **class** TestSynchronization5 {
14. **public** **static** **void** main(String[] args) {
16. Thread t1=**new** Thread(){
17. **public** **void** run(){
18. Table.printTable(1);
19. }
20. };
22. Thread t2=**new** Thread(){
23. **public** **void** run(){
24. Table.printTable(10);
25. }
26. };
28. Thread t3=**new** Thread(){
29. **public** **void** run(){
30. Table.printTable(100);
31. }
32. };
34. Thread t4=**new** Thread(){
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. };
39. t1.start();
40. t2.start();
41. t3.start();
42. t4.start();
44. }
45. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization5)

**Output:**

1

2

3

4

5

6

7

8

9

10

10

20

30

40

50

60

70

80

90

100

100

200

300

400

500

600

700

800

900

1000

1000

2000

3000

4000

5000

6000

7000

8000

9000

10000

Synchronized block on a class lock:

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

1. **static** **void** printTable(**int** n) {
2. **synchronized** (Table.**class**) {       // Synchronized block on class A
3. // ...
4. }
5. }

Deadlock in Java

Deadlock in Java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.

![Deadlock in Java](data:image/png;base64,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)

Example of Deadlock in Java

**TestDeadlockExample1.java**

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

**Output:**

Thread 1: locked resource 1

Thread 2: locked resource 2

More Complicated Deadlocks

A deadlock may also include more than two threads. The reason is that it can be difficult to detect a deadlock. Here is an example in which four threads have deadlocked:

Thread 1 locks A, waits for B

Thread 2 locks B, waits for C

Thread 3 locks C, waits for D

Thread 4 locks D, waits for A

Thread 1 waits for thread 2, thread 2 waits for thread 3, thread 3 waits for thread 4, and thread 4 waits for thread 1.

How to avoid deadlock?

A solution for a problem is found at its roots. In deadlock it is the pattern of accessing the resources A and B, is the main issue. To solve the issue we will have to simply re-order the statements where the code is accessing shared resources.

**DeadlockSolved.java**

1. **public** **class** DeadlockSolved {
3. **public** **static** **void** main(String ar[]) {
4. DeadlockSolved test = **new** DeadlockSolved();
6. **final** resource1 a = test.**new** resource1();
7. **final** resource2 b = test.**new** resource2();
9. // Thread-1
10. Runnable b1 = **new** Runnable() {
11. **public** **void** run() {
12. **synchronized** (b) {
13. **try** {
14. /\* Adding delay so that both threads can start trying to lock resources \*/
15. Thread.sleep(100);
16. } **catch** (InterruptedException e) {
17. e.printStackTrace();
18. }
19. // Thread-1 have resource1 but need resource2 also
20. **synchronized** (a) {
21. System.out.println("In block 1");
22. }
23. }
24. }
25. };
27. // Thread-2
28. Runnable b2 = **new** Runnable() {
29. **public** **void** run() {
30. **synchronized** (b) {
31. // Thread-2 have resource2 but need resource1 also
32. **synchronized** (a) {
33. System.out.println("In block 2");
34. }
35. }
36. }
37. };

40. **new** Thread(b1).start();
41. **new** Thread(b2).start();
42. }
44. // resource1
45. **private** **class** resource1 {
46. **private** **int** i = 10;
48. **public** **int** getI() {
49. **return** i;
50. }
52. **public** **void** setI(**int** i) {
53. **this**.i = i;
54. }
55. }
57. // resource2
58. **private** **class** resource2 {
59. **private** **int** i = 20;
61. **public** **int** getI() {
62. **return** i;
63. }
65. **public** **void** setI(**int** i) {
66. **this**.i = i;
67. }
68. }
69. }

**Output:**

In block 1

In block 2

In the above code, class DeadlockSolved solves the deadlock kind of situation. It will help in avoiding deadlocks, and if encountered, in resolving them.

How to Avoid Deadlock in Jaxva?

Deadlocks cannot be completely resolved. But we can avoid them by following basic rules mentioned below:

1. **Avoid Nested Locks**: We must avoid giving locks to multiple threads, this is the main reason for a deadlock condition. It normally happens when you give locks to multiple threads.
2. **Avoid Unnecessary Locks**: The locks should be given to the important threads. Giving locks to the unnecessary threads that cause the deadlock condition.
3. **Using Thread Join**: A deadlock usually happens when one thread is waiting for the other to finish. In this case, we can use **join** with a maximum time that a thread will take.

# Inter-thread Communication in Java

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**:

* wait()
* notify()
* notifyAll()

### 1) wait() method

The wait() method causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void wait()throws InterruptedException | It waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | It waits for the specified amount of time. |

### 2) notify() method

The notify() method wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation.

**Syntax:**

1. **public** **final** **void** notify()

### 3) notifyAll() method

Wakes up all threads that are waiting on this object's monitor.

**Syntax:**

1. **public** **final** **void** notifyAll()

## **Understanding the process of inter-thread communication**
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The point to point explanation of the above diagram is as follows:

1. Threads enter to acquire lock.
2. Lock is acquired by on thread.
3. Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
4. If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
5. Now thread is available to acquire lock.
6. After completion of the task, thread releases the lock and exits the monitor state of the object.

### Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?

It is because they are related to lock and object has a lock.

### Difference between wait and sleep?

Let's see the important differences between wait and sleep methods.

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| The wait() method releases the lock. | The sleep() method doesn't release the lock. |
| It is a method of Object class | It is a method of Thread class |
| It is the non-static method | It is the static method |
| It should be notified by notify() or notifyAll() methods | After the specified amount of time, sleep is completed. |

### Example of Inter Thread Communication in Java

Let's see the simple example of inter thread communication.

**Test.java**

1. **class** Customer{
2. **int** amount=10000;
4. **synchronized** **void** withdraw(**int** amount){
5. System.out.println("going to withdraw...");
7. **if**(**this**.amount<amount){
8. System.out.println("Less balance; waiting for deposit...");
9. **try**{wait();}**catch**(Exception e){}
10. }
11. **this**.amount-=amount;
12. System.out.println("withdraw completed...");
13. }
15. **synchronized** **void** deposit(**int** amount){
16. System.out.println("going to deposit...");
17. **this**.amount+=amount;
18. System.out.println("deposit completed... ");
19. notify();
20. }
21. }
23. **class** Test{
24. **public** **static** **void** main(String args[]){
25. **final** Customer c=**new** Customer();
26. **new** Thread(){
27. **public** **void** run(){c.withdraw(15000);}
28. }.start();
29. **new** Thread(){
30. **public** **void** run(){c.deposit(10000);}
31. }.start();
33. }}

**Output:**

going to withdraw...

Less balance; waiting for deposit...

going to deposit...

deposit completed...

withdraw completed